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Abstract Résumé
Ce rapport traite des développements en mati¢re de
portabilité au cours de la derniére décennie et présente

une bibliographie sommaire.

Developments in portability over the last decade are re-
viewed and a selected bibliography given.



Introduction

Introduction

The portability of a software product may be loosely
described as the ease with which it can be moved be-
tween different computing environments. Constructing
portable software is clearly a useful way of improving
its value and applicability, making studies of how to
achieve portability of great practical value. This docu-
ment, prepared for the National Research Council of
Canada, reviews developments in portability in the
decade since publication of the author’s 1982 book
Portable Programming [1]. The main source of infor-
mation used in the preparation of this report was a bib-
liographic database search for references relating to
software portability in the years 1982-1992, which
was undertaken by the National Research Council and
retrieved over 2500 references.

During the 1960’s and 1970’s, portability was re-
garded as mainly involving overcoming hardware
differences. Thus the book [1]—a technical overview
of the current understanding of issues relevant to port-
ability written in the early 1980’s—emphasizes such
issues as physical transfer of data, accommodating dif-
ferent characteristics of computer arithmetic, and retar-
getting of compilers. Other areas covered include the
design of portable programs, the maintenance of port-
able software, and the use of macro processors in port-
ability. The issues identified there are still relevant but
now tell only a small part of the story of portability
problems.

The 1982 book remains a useful overall guide to port-
ability problems and how to overcome them; changes
since the book was written mean that more emphasis
must be placed now on software platforms, standards,
and ways of ensuring compliance with standards. Port-
ability problems themselves and ways of solving them
are in essence barely changed since 1982; then, as
now, the basic idea of any approach to portability is to
identify abstractions of features used by programs that
can be provided similarly on different underlying
systems. What has changed in the last 10 years is the
relative importance of hardware differences and differ-
ences in software platforms as obstacles to portability
and the frequency with which software needs to be
transferred between different platforms by relatively
unsophisticated computer users.

The reasons for these changes in the portability prob-
lem in the last decade are ably and amusingly summa-
rized by Gentleman and Feldman [2]. They suggest
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that vastly increased use of computer systems in the
past decade means that many more disparate systems
are available and consequent demands for easy port-
ability have greatly increased. The root of most port-
ability problems these days does not involve hardware
differences directly but typically involves portability
between different software platforms, language dia-
lects, and differences in runtime libraries.

These changes in the portability problem in the past
decade have informed the structure and content of the
present document. One general improvement since
1982 that is characteristic of computer science as a
whole is a greatly improved appreciation of the fact
that portability in all its varied forms is fundamentally
concerned with the idea of identifying suitable abstrac-
tions. In identifying the most important contributions
to the portability field since the 1982 book, we found
little in the way of improvements on the basic tech-
niques described there, but much that tells the practi-
tioner how to handle differences between different
versions of contemporary software platforms. As
might be expected, there is also much new material of
a “case study” nature, describing experiences gained
in particular portability exercises.

Two specific areas covered in the 1982 book are de-
liberately excluded from the present survey. Legal
aspects of software portability are not considered be-
cause of lack of expertise; there are, however, journals
concerned with issues of computer law such as Tol-
ley’s Computer Law and Practice, Software Protection,
and Jurimetrics Journal. No attempt is made here
either to update the information in the 1982 book on
physical distribution issues; this part of the book has
been rendered obsolete by hardware developments and
any attempt to provide a replacement would be
equally volatile, but in any case the area is of far less
practical interest than previously because of the wide-
spread use of electronic mail and computer networks.

This report identifies the more important develop-
ments in portable programming since 1982, in all
areas of interest apart from legal and physical distribu-
tion issues. Key references are cited together with a
few well-documented case studies. The following sec-
tions concern Software Platforms, High-Level Lan-
guages, Portable Compilers, Computer Arithmetic,
Operating Systems and Multiprocessing, and Parallel
Processing. Future developments are anticipated in a
brief Conclusion.



Software Platforms

Even in the early 1980’s it was becoming apparent
that portability involves far more than portable compil-
ers and operating systems. For instance, ref. 3 de-
scribes many unexpected problems of detail that may
arise in moving a language system from one machine
to another. Hanson [4] describes an early design for
what would now be called a portable input-output plat-
form. By the mid-1980’s demands for the easy transfer
of software between different computing environments
were making an “open systems” approach imperative.'

New technical questions are raised by the emphasis

on standard software platforms. These concern the
suitability of the interfaces defined for specific appli-
cation areas such as the development of software

tools [6, 7] and, more generally, how to ensure confor-
mance with standards for software platforms. There
has been little work as yet on conformance techniques
for software platforms; a notable exception is the
Posix project, conformance for which is discussed
below.

Open Systems Standards

The idea of Open Systems Standards emerged in the
1980’s. The objective is to define standard application
platforms to which vendors and users of software
would comply, enhancing the portability of software
products across computing environments. A number of
initiatives in this area resulted. The U.S. National Insti-
tute of Standards and Technology (NIST) is supporting
the development of standards for Open Systems Envi-
ronments (OSE) to improve the portability of soft-
ware, data, and skills and the interoperability of
different manufacturers’ hardware, software, and com-
munications systems. Working in cooperation with us-
ers and vendors, NIST has developed an Applications
Portability Profile (APP) that provides an initial set of
specifications for American government agencies to
use in planning for the migration to OSE. See ref. 8
for a recent standard resulting from this effort.

Similar initiatives have been undertaken by major
manufacturers such as IBM, DEC, Data General, and
Hewlett-Packard. The IBM open systems standard, for
example, is their Systems Application Architecture
(SAA) dating from 1987. Systems Application

1 Refer to ref. 5 for the alternative approach of simulating a number of
different platforms within a single computing environment,
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Software Platforms

Architecture is described in refs. 9-11 and related to
IBM’s OSI data communications standard in ref. 12.
An important effort to develop portable applications
platforms independent of the standards of any particu-
lar equipment supplier is X/OPEN, a non-profit inter-
national and industry-wide organization started in
Europe and now supported by many major suppliers
of hardware and software. The work of X/OPEN was
originally based on the use of the Unix System V oper-
ating system and the C programming language, but
has since been greatly extended; see refs. 13 and 14
for details.

Software platforms may be used at a number of
different logical levels ranging from the low level of
operating systems primitives to higher-level features
supporting applications programs and user interfaces.
Apart from the well-known platforms discussed below
there are many others of more limited use such as the
Harmony realtime system [15], the Tenl5 [16] plat-
form of the UK Royal Signals and Radar Establish-
ment, and the TRON project that is discussed in the
section below on portable operating systems. The fol-
lowing brief surveys of well-known current platforms
progresses roughly from low- to high-level platforms.

Unix

Unix is a very widely used operating system plat-
form closely connected with the C programming lan-
guage. Unix and C standards and standardization are
reviewed in ref. 17. Portable programming in C is
closely connected with the Unix operating system plat-
form; refer to ref. 18 for an overview and to books on
portable C and Unix programming such as refs. 19-22
for detailed technical information. Numerous experi-
ences of moving the Unix system between machines
have been reported; examples may be found in

refs. 23-25. Further detailed information on C and
Unix topics may be found in specialist newsletters and
conference proceedings concerned with Unix and C
programming. The IBM version of Unix is called AIX;
its relationship to IBM’s SAA is the subject of ref. 26.

Posix

Posix is an interface specification for Unix-based oper-
ating systems. The Posix standards are produced by an
IEEE working group whose remit is to standardize a
Portable Operating System Interface for Computer En-
vironments, colloquially known as Posix. Membership
of the working group includes staff from all the major

ERA-382, Portable Programming Revisited: 1982—-1992



High-level Languages

American hardware and software suppliers in the Unix
market.

The initial Posix work was related to the C language
but language-independent standards are now being
developed. The current Posix standard is ref. 27 and
includes an accompanying rationale, while ref. 28
addresses problems encountered by users of this stand-
ard. For the associated C language standard see

ref. 29. Significant effort has been devoted to devel-
oping standards for Posix conformance, both in gen-
eral [30] and for applications programs [31].

PCTE

The Portable Common Tools Environment (PCTE) is a
European project initiated by a group of six European
computer manufacturers with CEC support. It is an
evolving standard defining a publicly usable tools in-
terface that has received wide support throughout
Europe. Refer to refs. 32 and 33 for technical over-
views of PCTE. Experiences of interfacing PCTE to a
particular language (the programming language Eiffel)
are described in ref. 34. Further discussion of the
PCTE project may be found in specialized conference
proceedings, such as ref. 35.

X Windows and Graphical Interfaces

The X Window System, originally developed at MIT,
is a highly portable window system that provides a
basis for higher-level Graphical User Interface (GUI)
standards such as the Motif and OPEN LOOK GUIs [36].
See refs. 37-39 for details of various parts of the X Win-
dow system and ref. 40 for discussion of the portability of
the system. Kimbrough and Oren [41] describe an exten-
sion of the X Window System to support interactive Lisp
applications. Further information on the X Window
System and its portability may be found in the pro-
ceedings of specialist conferences devoted to X Win-
dows or to Unix. International standardization of
computer graphics platforms has been an active area.
The Graphical Kernel System (GKS) is an established
standard for 2-D graphics but is too low level to form
a satisfactory applications interface; Yaacob [42] dis-
cusses the portability of a graphics system written in
C and incorporating both applications and GKS layers.
A further standard for both 2-D and 3-D graphics is
the Programmers’ Hierarchical Interactive Graphics
System (PHIGS), which supports the construction of
application models for hierarchical data structures
called structure networks that may be edited; an inter-
active debugger for PHIGS is the subject of ref. 43. A
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portable implementation of the PHIGS standard is de-
scribed in ref. 44, while an implementation of PHIGS
based on the X Window System is the subject of

ref. 45.

As our discussion of GKS and PHIGS suggests, graph-
ics is an area in which separate low- and high-level ab-
stractions are appropriate. Problems involved in this
kind of abstraction are addressed in ref. 46 for user in-
terfaces using GKS and in ref. 47 for 3-D graphics in
general.

High-level Languages

As discussed in ref. 1, portable programming in high-
level languages requires considerable care. Moreover,
it is only to a strictly limited extent that the problems
involved are amenable to solutions involving adher-
ence to language standards and the associated use of
appropriate software tools—see, for example, ref. 48.
The limitations of such solutions tend to be very simi-
lar for different languages as explained in ref. 49,
which is a comparison of Ada and Fortran portability
standards from this point of view.

Portable programming in high-level languages also suf-
fers from differences in software platforms; there have
been attempts to minimize these effects using layers
of abstraction [50]. Portable programming in C has al-
ready been discussed in connection with Unix plat-
forms. Portable programming in Ada and in Fortran is
discussed next. There are few references available for
portable programming in other high-level languages,
but case studies in portability frequently appear in spe-
cialist periodicals and conference proceedings associ-
ated with particular programming languages.

Ada

Portability was one of the original, well-publicized ob-
jectives of the Ada design. However, difficulties with
Ada remain, as detailed in the portability section of
ref. 51. These difficulties are comparable to those aris-
ing with Fortran [49]. Arithmetic portability in Ada
has received detailed attention, as have the problems
of Ada scientific computation in general [52, 53]. Nu-
merous Ada portability case studies are documented in
specialist publications such as ACM Ada Letters and
the proceedings of Ada conferences.



Fortran

Fortran is widely used for scientific computation and
the Fortran standardization process is well established.
As explained in ref. 49, remaining portability prob-
lems with the language itself are like those of Ada and
appear inevitable for any realistic high-level language.
For an example of a large-scale Fortran portability
case study see ref. 54. Special problems with Fortran
portability can arise when considering such problems
as realtime programming, message-passing, or multi-
tasking, as in refs. 55 and 56. Other specialized exam-
ples of Fortran portability are discussed in specialized
publications and conference proceedings relating to
parallel processing and multitasking.

Portable Compilers

The principle of portable compiling involving front-
end machine independence and back-end machine de-
pendence remains much as it was in 1982, while it is
clear that far more is involved in moving a compiler
than a simple re-implementation of the back-end—see
ref. 3, for example. An Ada “virtual machine” defining
a front-end/back-end division for Ada [57] addresses
the overall feasibility of this approach, while the Am-
sterdam Compiler Kit [58, 59] provides a general
framework for constructing portable compilers. Recent
work on the Amsterdam Compiler Kit [60] stresses the
production of small fast portable compilers, a trend
also apparent in developments related to portable C
compilers [61]. Other recent work on portable compil-
ers also emphasizes techniques for moving more of
the work of optimization from the back end to the
front end [62-64].

Computer Arithmetic

Difficulties with the variation of properties of integer
arithmetic between different machines are usually
quite easily handled except in a few specialized cases
such as the programming of portable random number
generators [65, 66]. Floating point portability remains
difficult and controversial [67] despite the widespread
use of the IEEE floating-point standard [68], which is
so permissive that it might almost be described as a
floating-point standards generator! For a comprehen-
sive discussion of floating-point standards and portabil-
ity problems see chapters 2 and 3 of ref. 52. The work
on the detection of the characteristics of hardware
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Portable Compllers
Parallel Processing

arithmetic characteristics reported in 1982 has been ex-
tended to include the IEEE Standard [69].

Operating Systems and
Multiprocessing

Experiences with portable operating systems continue
to be reported. The THOTH portable operating system
described in ref. 1 is now comprehensively docu-
mented [70], while the papers [71-73] describe the
transfer between machines of an IBM standard plat-
form that did not have portability as an original de-
sign objective. Unix portability has already been
discussed.

Operating systems, like realtime systems, require
multiprocessing kernels. For portable multiprocessing
using realtime threads see refs. 74 and 75. Descriptions
of realtime kernels for particular operating systems,
languages, or hardware may be found in specialist con-
ference proceedings devoted to operating systems or

to particular languages or hardware; some recent exam-
ples are the CHAOS operating system kernels [76]

and discussions of realtime kernels for Ada [77] and
Fortran [55]. Portable kernels for particular hardware
include examples for transputers [78] and for IBM

PCs [79]. A wide range of standard interfaces includ-
ing those for an operating system kernel, communica-
tions processing, and multiprocessing are incorporated
in the TRON project [80-82].

Parallel Processing

Much recent research activity has been devoted to the
problem of portable programming for parallel process-
ing and multiprocessor machines. This is a specialized
area of great technical interest because of the wide
range of target architectures involved. This wide range
combined with limited specialist interest means that
this field is relatively immature, many recent publica-
tions being case studies, such as refs. 83 and 84.
Many further contributions of this kind are to be
found in the proceedings of specialist conferences in
such fields as super-computing, transputers, or hyper-
cube architectures. The book [85] is a recent collec-
tion of papers on software for parallel computers that
includes a number of contributions concerned with
portability.

Portable parallel programming, like other kinds of
portable programming, involves the identification of

ERA-382, Portable Programming Revisited: 1982-1992



Conclusion
References

suitable abstractions. Some of the proposed abstrac-
tions for portable paralle] programming involve
specific aspects of the problem such as memory mod-
els [86] or restricted ranges of target architectures.
Abstractions identified may be incorporated into
language-independent standard primitives as in the
Linda [87) parallel programming environment that is
becoming available commercially and can be embed-
ded in conventional programming languages.

Alternatively, special portable parallel programming
languages such as P’L [56] may be advocated. See
ref. 88 for a survey of concurrent programming lan-
guages that are independent of particular architectures.

Conclusion

The past decade of development in portable program-
ming has been largely concerned with the definition of
standard hardware and software platforms. There is
now a good understanding both of the limitations of
the use of such standard platforms in achieving port-
ability and of the difficulties and costs associated with
compliance with them. It may be anticipated that fu-
ture developments will entail further development of
such platforms and of ways of ensuring compliance
with them but that underlying difficulties with portabil-
ity will remain. Thus, portability may be expected to
continue to be a desirable attribute of programs whose
obvious benefits can rarely be achieved without signifi-
cant costs for producers. Little can be expected in the
way of further technical innovation in portable pro-
gramming, apart from the presently active areas of
ensuring compliance with portability standards for
standard platforms, portable compilers, multiproces-
sing, and parallel processing. However, the careful
documentation of portability case studies may confi-
dently be expected to continue.
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